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Memristive Bellman solver for decision-
making

Zhe Feng1,6, Zuheng Wu 1,6 , Jianxun Zou1,6, Lingli Cheng2, Xiaolong Zhao 3,
Xumeng Zhang 2, Jian Lu4, Cong Wang 5, Yilin Wang3, Haochen Wang1,
Wenbin Guo1, Zhibin Qian1, Yunlai Zhu1, Zuyu Xu1, Yuehua Dai 1 & Qi Liu 2

The Bellman equation, with a resource-consuming solving process, plays a
fundamental role in formulating and solving dynamic optimization problems.
The realization of the Bellman solver with memristive computing-in-memory
(MCIM) technology, is significant for implementing efficient dynamicdecision-
making. However, the iterative nature of the Bellman equation solving process
poses a challenge for efficient implementation on MCIM systems, which excel
at vector-matrix multiplication (VMM) operations but are less suited for
iterative algorithms. In this work, by incorporating the temporal dimension
and transforming the solution into recurrent dot product operations, a
memristive Bellman solver (MBS) is proposed, facilitating the implementation
of the Bellman equation solving process with efficient MCIM technology. The
MBS effectively reduces the iteration numbers and which further enhanced by
approximated solutions leveragingmemristor noise. Finally, the path planning
tasks are used to verify the feasibility of the proposed MBS. The theoretical
derivation and experimental results demonstrate that the MBS effectively
reduces the iteration cycles, facilitating the solving efficiency. This work could
be a sound of choice for developing high-efficiency decision-making systems.

The optimal decision-making system, minimizing or maximizing cer-
tain performance metrics by adjusting the control variables of the
system, is essential for various fields of application, such as aircraft
flight path planning, robot motion control, financial portfolio optimi-
zation, etc.1–3. Dynamic programming, a thought that divide a complex
problem into simple subproblems, is a common method to solve the
optimization problem of multi-stage decision process4,5. As the core
foundation of dynamic programming, the Bellman equation plays a
fundamental role in formulating and solving dynamic optimization
problems to decision-making6,7.

The Bellman equation describes the relationship between the
value of a state or action and the expected immediate reward plus the
valueof the subsequent state or action8–10. This iterative processmakes

solving of Bellman equation a computationally intensive task. Hence,
realization of Bellman solver with efficient computing technology is
significant for developing efficient dynamic decision-making system.
Fortunately, computing-in-memory (CIM) technologies are promising
for advancing the computing efficiency. Memristors, including
resistive11–13, phase change14–16, ferroelectric17–19 and magnetism
memristors20–22 with advantages of non-volatile memory
properties23–25, low power consumption26–28, have garnered significant
attention for CIM technologies realization (MCIM). The crossbar
structure can efficiently complete the vector matrix multiplication
(VMM) operations by using Ohm’s law and Kirchhoff’s law29–31. Hence,
implementing memristive Bellman solver (MBS) would have the
potential for facilitating efficient dynamic decision-making process.
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In previous works, researchers have demonstrated MCIM for
accelerating dynamic optimization and decision-making tasks, such as
reinforcement learning andMarkov decision problem.12,32. However, in
these works, the Bellman equation solving process still relies on Von-
Neumann computing systems. The Bellman equation is an iterative
double expectation equation, and its iterative solving process is
inherently difficult to implement efficiently on MCIM systems due to
the mismatch with the VMM operation principle. Furthermore, the
process of solving the Bellman equation is a precise process, which is
different from the approximate solution of the neural network. The
Bellman equation is fundamentally a precise mathematical formula-
tion to compute exact value functions or optimal policies, while neural
networks inherently rely on approximation due to their function
approximation nature. Therefore, as the complexity of the task being
solved increase, the number of iterations of Bellman’s solutionprocess
will increase sharply33–35. In addition, the intrinsic noise in memristive
devices further restricts the precise solution of the Bellman equation
based on MCIM. Whereas, the researchers prove that the recursive
memristive VMM operation and the intrinsic noise of the memristor
can accelerate the convergence rate and reduce the complexity of the
iterative algorithms36–38. Hence, the software and hardware co-
optimization efforts have to be paid for developing efficient MBS to
further enhance the efficiency of dynamic decision-making system.

In this work, we propose an MBS with software and hardware co-
optimization efforts. Software-wise, we have incorporated the tem-
poral dimension and transformed the solution of iterative double
expectations into a recurrent dot product operation, which facilitates
the implementation of the Bellman equation solving process with
MCIM technology. The MBS effectively reduces the iteration numbers
(see Methods). Furthermore, hardware-wise, we found that the
inherent noise characteristics of memristors can contribute to finding
an approximate solution, further reducing the iterations (see Meth-
ods). Finally, the path planning tasks are used to verify the feasibility of
the proposed MBS. The results indicate that the MBS shows potential
improvements in computation complexity (from O(k|S |2) to O(k’|S|),
k ’< k, here, k and k’ denotes the number of iterations required for the
traditional Bellman equation and MBS to converge, respectively),
energy consumption (~103×) and computing speed (see Supplemen-
tary Table S1, S2 and Note 2 for details). This work offers a reliable
framework for building efficient dynamic decision-making systems.

Results and Discussion
Challenges and solutions for realizing a memristive
Bellman solver
As shown in Fig. 1a, dynamic programming, an idea that breaks down a
complex problem into simple ones, has been widely applied in various
dynamic optimization fields such as reinforcement learning, auto-
driving and path planning etc. The dynamic optimization problem
aims to find the optimal decision from the initial state to the end state.
The core foundation is to solve Bellman equation to find the most
valuable decision. Figure 1b illustrates a scene with three states (S1, S2,
S3) where each state can transition to any other state (including itself)
and S1 set as Start and S3 set as End. The decision could bemade by the
optimized value of each state, which could be obtained by solving the
Bellman equation. It should be noted that, here the presentation form
of Bellman equation,which is thebackward induction form, is different
from that of standard reinforcement learning12,39, but their mathema-
tical essence is the same (see Supplementary Note 1). Moreover, the
action space is implicitly incorporated into the state transition prob-
abilities. Figure 1c (left panel) shows the action implicit backward
induction Bellman equation for optimizing each state value in Fig. 1b,
which features an iterative solving process. It should be noted that in
the action implicit backward induction Bellman equation (without
time dimension), V(Sn) and V(Sn-1) represents the current state value
and the previous state value, respectively. The current state and the

previous state can be any one in the state space S. That is to say, in
Fig. 1c (left panel), the green-marked V(S1), V(S2) and V(S3) can repre-
sent the previous values of states S1, S2, and S3 respectively (because
the ∑ has been unfolded). However, the current state value marked in
red is uncertain. It can be any one of the states S1, S2, and S3. Therefore,
although formally it seems that the equation can be compatible with
MCIM. However, in the actual operation process, there is no time
dimension, and we cannot determine how the current output corre-
spond to next input. Therefore, the action implicit backward induction
Bellman equation cannot be compatible with MCIM. To facilitate the
Bellman solving process with efficient MCIM operation principle, the
time dimension has been introduced. The introduced time dimension
could transform the iterative solution process into a recurrent dot
product process (Fig. 1c, right panel) to reduce the computation
complexity (reduce iterationnumbers) (see SupplementaryNote 2 and
Methods), and without influencing the convergency properties of
Bellman equation solving process. The value of current state (V(St))
could be obtained by the dot product operation between the sum of
current state’s reward and value of previous state multiplied by an
attenuation constant (R(St)+ γV(St–1)) and the state transition prob-
abilities (

P
St�12SPðSt�1jStÞ. The dot product operation can be imple-

mented by the memristor array efficiently, by mapping the R(St)+
γV(St–1) as input and mapping the

P
St�12SPðSt�1jStÞ as conductances

(weights).
In addition, in digital computing systems, the solution process of

the Bellman equation is highly precise. However, if the transition
probabilities are the same, more iterations are needed to achieve the
distinction (Fig. 1d). As the complexity of the problem increases, the
likelihood of this scenario will also rise. That is to say, as the problem
grows more complex, the number of iterations needed to solve it will
increase. When the time dimension is introduced, solving the Bellman
equation usingMCIMwill face challenges. Due to the inherent noise of
memristors (such as write noise and read noise), the memristor cells
cannot accurately represent the state transition probabilities. For-
tunately, we found that the intrinsic noiseofmemristors could serve as
a significant computational resource to improve the efficiency of the
Bellman solving process. The intrinsic noise of memristors facilitates
the distinction of the same state transition probabilities, enabling an
approximate solution process and reducing iterations (Fig. 1e). Even
though solving the Bellman equation with MCIM involves approx-
imation, it does not affect the convergence of the Bellman equation
(seeMethods). That is to say, by leveraging approximate solutions, an
approximate optimal solution can still be found. In fact, in various
application scenarios, an approximately optimal solution is sufficient.

Memristive Bellman solver for decision-making
Here, theworkflowof theMBS for decision-making is introduced. First,
we take the scenario in Fig. 1b as an example to describe the process of
solving the Bellman equation using the MBS. To clarify the MBS
implementation, the two operators, that is, memristive Bellman dot
operator (MBdot operator) andmemristive Bellman recurrent operator
(MBr operator), are defined (Fig. 2a). TheMBdot operator indicates that
the dot product between the reward vector ([R(S1), R(S2), R(S3)]) and
the state transition probabilities. The reward vector is mapped to the
input of the memristor array, while the state transition probabilities
are mapped to the conductance states (weight matrix) of the mem-
ristor array. In thisMBdot operation process, the output result from the
previous time step is multiplied by the attenuation parameter γ and
returned to the input terminal, then combined with the input reward
signal to form the total input at the next time step. It is worth noting
that the number of MBdot operations correlates with the time para-
meter t. Additionally, within a single time step, only one state value is
updated. Hence, at the next time step, only the rewards corresponding
to the updated state change. After completing MBdot operations (one
solving round, that is, one MBr operation), the obtained reward vector
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([R(S1) + γV(S1), R(S2) + γV(S2), R(S3) + γV(S3)]) will be used as the initial
reward for the next round solving process (iteration of MBr operation
to optimize the value of each state).

As illustrated in Fig. 2b, the results of adjacent MBr opera-
tions are compared to identify whether the MBS has completed
the solving process. The MBS completes the solving process, until
the difference between two adjacent MBr operation results is
lower than a specific threshold (ε, 0.1). Otherwise, the previous
MBr operation result is used as the next initial input of MBdot

operation. The recurrent MBdot operations and MBr operations
are performed to solve the Bellman equation. Furthermore, after
the MBS solves the Bellman equation, the weight matrix (deci-
sion) is updated (optimized) by the ε-greedy rule40. Subsequently,
the adjacent weight matrices are compared to determine whether
the weight matrix has converged to a stable state (the decision is
optimized to the optimal). The final weight matrix (the optimal
decision) is obtained once the difference between two adjacent
weight matrices (decisions) is lower than a specific threshold

(τ, 0.1). Otherwise, the whole process is repeated. (The pseudo-
code of the MBS is shown in Supplementary Note 3.).

As shown in Figs. 2c, S1 and S2, the simulation results indicate
that the MBS can effectively reduce the number of iterations for
value calculation across problems with varying state spaces, even
when memristors operate at different precision levels. Additionally,
the iteration number (MBdot × MBr) could be further reduced by
leveraging an approximate solution, as shown in Fig. 2d, e. During
simulations, the approximate solution scheme assigns read noise to
each weight state mapped to state transition probabilities, with this
noise following a Gaussian distribution. This read noise can acts as a
“random perturbation”, introducing an approximate and sampling
mechanism to the traditional precise solution scheme. This concept
shares similarities with simulated annealing or stochastic gradient
methods37. In each solving round, the read noise can help the state
value achieve a random jump, prematurely exiting the repetitive and
precise iterative process of detailed calculations, thereby achieving
approximate convergence results with fewer iterations. Hence,
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Fig. 1 | Challenges and solutions for realizing memristive Bellman solver.
a Schematic of dynamic programming idea for various fields application, such as
reinforcement learning, auto-driving and path planning etc. b A scene with three
states (S1, S2, S3) where each state can transition to any other state (including itself).
The optimized value of each state could be obtained by solving the Bellman
equation for decision-making. c The action implicit backward induction Bellman
equation (without timedimension) for optimizing each state value in (b). Due to the
absence of time dimension, V(Sn) (redmarked)may be indeterminate for any state.
Therefore, although it seems compatiblewithMCIM, it cannot bedeterminedat the

time of hardware deployment whether the output corresponds to the subsequent
input. A MBS for optimizing each state value in b realized by incorporating the
temporal dimension and transforming the iterative solving process into recurrent
dot product operations, facilitating the compatibility with MCIM (right panel). d In
digital computing system, the Bellman solution process is a precise process.
However, when there are same state transition probabilities, it will be necessary to
conduct more iterations to achieve distinction. e The intrinsic noise of memristor
would facilitates the distinction of same state transition probabilities, featuring
approximate solution process and reducing iterations.
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considering the intrinsic read noise of the memristor, it is expected
that the iteration number could be further reduced during hardware
implementation. Additionally, it is worth noting that the proposed
MBS is mainly suitable for scenarios where the state transition
probability can be determined. When making decisions for scenarios
where state transition strategies are difficult to determine, we can
solve the problem based on the Q-network12. Furthermore, we can
solve the loss value by embedding MBS into its training process and
accelerating the training process.

Memristor for Bellman solver hardware implementation
For hardware implementation of the MBS (Fig. S3), a 1 kb resistive
memristor array with a structure of 1 transistor 1 resistive memristor
(1T1R) is adopted. The fabrication process of the memristor array
aligns with our previous work41. Figure 3a_i shows the optical image of
the fabricated memristor array. The 1T1R structure is confirmed with
scanning transmission electron microscopy (STEM), as indicated in
Fig. 3a_ii. Furthermore, the memristor cell marked by the red box in
Fig. 3a_ii is zoomed, as shown in the Fig. 3a_iii. The memristor cell
shows a TiN/TaOx/HfOx/TiN stack structure, confirmed by the energy

dispersive spectrum (EDS) (Fig. S4). The memristor exhibits typical
bipolar resistive switching characteristics (Figs. 3b, S5). When the top
electrode is applied with a positive voltage sweep (0→ 1.75 V) and the
gate terminal is biased at 1.55 V, the memristor switches from a high
resistance state (HRS) to a low resistance state (LRS), i.e., SET process.
Conversely, when the negative voltage sweep (0→ −1.85 V) stimulus is
applied to the top electrode and the gate terminal biases with 4 V, the
memristor switches from LRS to HRS, i.e., RESET process. Here, the
conductance of the memristor is used to map the state transition
probabilities. The transition probabilities between different states are
different. Hence, the memristor needs to be programmed to different
state levels. To verify the multi-level programmability, the memristor
was programmedwith a fixed positive voltage sweep (0→ 2.5 V) on the
top electrode, varying the gate electrode bias (1.4 to 3 V, with a step of
0.05 V). The results indicate that the memristor can be reliably pro-
grammed to different state levels (Fig. 3c), which meets the demand
formapping the state transitionprobabilities. Furthermore, the typical
long-term potentiation (LTP) and long-term depression (LTD) prop-
erties also verify the multi-level programmability of the memris-
tor (Fig. S6).
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Fig. 2 | Thework flows ofmemristive Bellman solver for decision-making. a The
solving process of recurrent dot product Bellman equation for the application
scene in Fig. 1b. Here, two operators are defined, that is, memristive Bellman dot
operator (MBdot operator) and memristive Bellman recurrent operator (MBr
operator). The blue arrows indicate that the current flows at each time step.
b Memristive Bellman solver and memristive decision optimization. The Bellman
solved by performance recurrent MBdot and MBr operations, until the difference
between two adjacent MBr operation results lower than a specific threshold (ε).

After the Bellman equation solved by MBS, the weights (conductance states of
memristor) would be updated according to ε-greedy rule to optimize the deci-
sion. The updated weights would be compared with previous weights until the
difference is less than the threshold (τ), namely, the weights are approaching
stability, meaning the decision optimization process finished. c The value itera-
tion numbers variation with the state space. The comparison of the (d), MBdot
recurrent cycles and (e), MBr recurrent cycles with approximate solution and
precise solution.
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It should be noted that, as illustrated in Fig. 2a, the MBS
working process needs to perform recurrent MBdot operations
(i.e., read operations). Hence, the read noise would influence the
solving effect, making the Bellman equation cannot be precisely
solved. Whereas, theoretical derivation and simulation results
indicate that the intrinsic noise (δintrinsic) facilitates efficient
convergence of the Bellman equation to an approximate optimal
solution (see Methods). The intrinsic noise needs to meet the
Gaussian distribution, and the Gaussian distribution of memristor
conductance states has been demonstrated in various previous
works37,42. Here, to investigate the read noise properties of the
fabricated TiN/TaOx/HfOx/TiN memristor, the memristors were
programmed to different conductance level and read for 20000
cycles (Fig. 3d). As shown in Fig. 3e, the read noise of each con-
ductance level obeys a Gaussian distribution. The results

indicated that the fabricated TiN/TaOx/HfOx/TiN memristor can
be effectively utilized for hardware implementation of the MBS.

Memristive Bellman solver for path planning tasks
To investigate the feasibility of the MBS for practical decision-making
applications, the path planning tasks are implementedwith theMBS. In
these tasks, the cost function is Cost =

PT
t = 1γ

t�1RðStÞ. Where R(St) is
the reward (or cost) at state St, γ is the discount factor, andT is the total
number of steps taken to reach the goal. First, a 5 × 5 maze path
planning task is implemented (Fig. 4a). In this maze, the state_1,
state_25 and state_12 is set as Start, End and Bonus, respectively. The
state_13 and state_16 is set as Trap. Each state can perform four actions,
namely, up, down, left, and right. The aimof this task is to plan the path
from state_1 to state_25 through state_12. The path is realized by the
transition between states. The initial decision (weight matrix) of the
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of 0.05V.d The read noise ofmemristorwith 10 different conductance states. Each
conductance is read with 20,000 times. e The distribution of the conductance
obeys the Gaussian distribution.
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probability of transitions between states is shown in Fig. 4b. The higher
conductanceofmemristor represents the higher transition probability
between the states. The results indicate that the path is hard to
determine from the initial decision, owing to the transition prob-
abilities between states are close. For example, the blue line in Fig. 4b
indicates that the probability of state_7 transiting to state_2, state_6,
state_8 and state_12 is almost same. Hence, the decision needs to be

optimized by MBS. It should be noted that due to the intrinsic read
noiseof thememristor, for complex problem, the decisionmay cannot
be optimized to the optimal decision. Fortunately, the read noise of
thememristor obeys Gaussian distribution (Fig. 3e), which enables the
MBS to obtain the approximate optimal decision (see Methods).

The results show that the decision needs to be optimized 4 times
by the MBS to obtain the approximate optimal decision (Fig. 4c
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a

Fig. 4 |Memristive Bellman solver for path planning tasks. a Schematic of a 5 × 5
maze path planning scene, containing 25 states. In this maze, the state_1, state_25,
and state_12 is set as Start, End, and Bonus, respectively. The state_13 and state_16 is
set as Trap. Each state can perform four actions, namely, up, down, left, and right.
b The initial decision (weight matrix) of the probability of transitions between
states. c The approximate optimal decision (weight matrix) of the probability of
transitions between states. d The value evolution tendency under the four times
Bellman equation solving process. e The approximate optimal decision (weight

matrix) for taking appropriate action (up, down, right, or left) of each state. f The
comparison of the iteration (recurrent) times of the Bellman equation precise and
approximate solving process. g Schematic of a constructed road mapping scene,
containing 19 states. In this roadmap, the state_1 and state 18 is set as Start and End,
respectively. Each state can only transmit to an adjacent state without obstacles
(such as lake). h The approximate optimal decision (weight matrix) of the prob-
ability of transitions between states. i The comparison of the iteration (recurrent)
times of the Bellman equation precise and approximate solving process.
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and S7). The approximate optimal decision (weight matrix) of the
probability of transitions between states is shown in Fig. 4c. The results
indicate that each state has only one significant maximum probability
of moving to the next state, which benefits the decision making.
According to the approximate optimal decision, the path could be
planned as the red arrows in Fig. 4a, which is same as the precise
optimal decision (blue arrows in Fig. 4a). It should be noted that, as
shown in Fig. S7, the path could be planned by only 2 times optimi-
zation. However, it still needs to be determined whether this path
(strategy) is the optimal one or not. As shown in Fig. S8, after going
through different rounds of optimization, the strategy keeps conver-
ging (the differences among the weights keep decreasing). It is not
until the fourth round of optimization that the weights remained
basically unchanged (i.e., reached convergence). Hence, the decision
was optimized 4 times during the experiment. The reward and value
evolution tendency under the optimization process is shown in Fig. 4d
and S9–S10. In addition, the decision of each state to choose appro-
priate action is also optimized by the optimization process (Fig. S11).
The approximate optimal decision (weight matrix) for taking appro-
priate action (up, down, right or left) of each state is shown in Fig. 4e.
According to the state-action pairs decision, the path planning result is
accordance with the state transition map, as the red arrows and state
numbers illustrated in Fig. 4e. For the maze path planning task, the
MBS shows obviously efficiency than traditional solving scheme. The
(average) iteration numbers of 10 times the Bellman equation solving
process for this path planning task is shown in Figs. 4f and S12. The
results indicate that, by introducing noise, the approximated solving
process could effectively reduce the iteration cycles, facilitating the
decision-making efficiency.

In addition, a road mapping task (containing 19 states) is con-
structed to verify the effectiveness of MBS for decision-making
(Fig. 4g). In this road map, the state_1 and state 18 is set as Start and
End, respectively. Different from the maze path planning task, each
state can take four fixed actions. In this road map, each state can only
transmit to an adjacent state without obstacles (such as lake). After 4
times optimization, the approximate optimal decision is made by the
MBS (Figs. 4h, S13–S15). The decision-making efficiency is also
improved by adopting approximative solving process (Figs. 4i, S16).
The results indicate that the MBS is suitable for various path planning
scenes to make decisions. In addition, the estimation results indicate
that the MBS shows obviously energy consumption advantages than
GPU for both the tasks (Supplementary Note 2).

The simulation results indicate that the MBS effectively reduces
the total number of value iterations for both tasks (Fig. S17). Further-
more, the experimental results based on the approximate solution are
better than the simulation results. In the simulation process, only the
read noise of the memristor has been considered. Whereas, during the
whole decision-making process, the updating of weights is involved in
the experiment, which introduces the write error (Fig. S18). We further
simulated thewrite error influence on the iteration speed (Fig. S19). The
results indicate that the write error could facilitate the iteration speed
in a certain range. Hence, this may be due to the existence of the write
error in the weight update process of the experiment, whichmakes the
difference in weights more obvious and achieves the optimal decision
faster. For example, according to the initial decision, the probability
(weight) of state_1 transitioning to state_2 and state_6 is almost the
same (0.5), as the green line indicated in Fig. 4b). During the decision
optimization process, the probability (weight) updates according to ε-
greedy rule. However, the transition of state_1 to state_2 or state_6 can
both satisfy the demand of decision optimization. Therefore, in the
process of simulation, the probability will be equal. However, there is a
write error during the experiment, and the transfer of state_1 to state_2
or state_6 will cause a distinction, which can speed up the whole opti-
mization process, facilitating the decision-making efficiency.

In summary, we propose anMBS that benefits from both software
and hardware co-optimization. On the software side, we have inte-
grated the temporal dimension and converted the iterative double
expectations into recurrent dot product operations, which streamline
the implementation of the Bellman equation using MCIM technology
and reduce its computation complexity (reduced iterations). In fact, it
should be noted that the operation of the recurrent dot product canbe
adapted to any type of memory device based on CIM technologies. On
the hardware side, we leverage the inherent noise characteristics of
memristors to enable approximate solutions instead of precise ones,
further reducing iterations. We validated the proposed MBS through
path planning tasks. Theoretical analysis and experimental results
show that the MBS significantly reduces the number of iterations
required, enhancing solving efficiency. This approach offers a pro-
mising solution for developing more efficient dynamic decision-
making systems.

Methods
Recurrent dot product Bellman equation
The Bellman equation is a fundamental equation in dynamic pro-
gramming and reinforcement learning, used to compute the value
function, which represents the expected cumulative reward starting
from state S. The Bellman equation is expressed as:

VðSnÞ=RðSnÞ+ γ
X

Sn�12S
PðSn�1jSnÞVðSn�1Þ ð1Þ

Here, theV(Sn) is the value functionof the current state Sn,R(Sn) is
current reward function, γ is a discount constant,P(Sn�1jSn) is the state
transition probability from previous states to current state, S is the set
of all possible states (state space), Sn represents the current state and
Sn−1 represents previous states.

This equation is iterative, meaning it requires repeated calcula-
tions to converge to the optimal value function. However, this iterative
naturemakes it challenging to implement efficientlyonMCIM systems.
To make the Bellman equation compatible with MCIM systems, we
introduce a time dimension to describe the relationship between the
current state and previous states. Let St and St−1 represent the state at
time t and t−1, respectively. The Bellman equation can then be
rewritten as:

VðStÞ=RðStÞ+ γ
X

Sn�12S
PðSn�1jStÞVðSn�1Þ ð2Þ

Here, Sn−1 represents all possible previous states, while St−1
represents the state at the previous time t−1. Hence, in equation (2), Sn
−1 cannot be directly replaced by St−1 because Sn−1 refers to all previous
states, whereas St−1 refers to a single state at time t − 1.

To simplify the equation, wemake two key assumptions based on
the temporal difference (TD) algorithm and the local property of the
state space43,44.

Temporal smoothness assumption. When the learning process is
close to convergence, the value function at two adjacent time steps t
and t − 1 is approximately equal. That is:

VðStÞ � VðSt�1Þ ð3Þ
Local consistency assumption. In a local regionof the state space, the
value function is approximately constant. This means:

VðStÞ � VðSn�1Þ ð4Þ

for all Sn−1 in the neighborhood of St.
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Combining these two assumptions, we obtain that:

VðSt�1Þ � VðSn�1Þ ð5Þ
Hence, the (2) could be written as:

VðStÞ=RðStÞ+ γ
X

Sn�12S
PðSn�1jStÞVðSt�1Þ ð6Þ

Since the sum of probabilities over all possible transitions is equal
to 1 (i.e.,

P
Sn�12SPðSn�1jStÞ= 1, the equation simplifies to:

VðStÞ=RðStÞ+ γVðSt�1Þ ð7Þ
To reintroduce the state transition probabilities,weexpress (7) as:

VðStÞ= ½RðStÞ+ γVðSt�1Þ�
X

St�12S
PðSt�1jSÞ ð8Þ

Here, the S represents the whole state space. Each time, the state
could be one state of the whole state space. Hence, this can be further
rewritten using the dot product notation:

VðStÞ= ½RðStÞ+ γVðSt�1Þ�
X

St�12S
PðSt�1jStÞ ð9Þ

In summary, by introducing the time dimension and making the
above approximations, we transform the original iterative Bellman
equation into a recurrent dot product form,which facilitates its solving
by MCIM technology.

Additionally, the assumptions (a) and (b) would introduce error in
the original Bellman equation, we need to further discuss the applic-
able conditions of the recurrent dot product Bellman equation.

The error from assumption (a) must be bounded:

VðStÞ � VðSt�1Þ
�� ��≤ δt ð10Þ

Where δt is a small positive constant (tolerance for temporal
variation).

The error from assumption (b) must be bounded:

VðSn�1Þ � VðSt�1Þ
�� ��≤ δs, 8 Sn�1 wherePðSn�1jStÞ>0, andX

Sn�12S
PðSn�1jStÞ= 1 ð11Þ

Where δs is a small positive constant (tolerance for temporal
variation).

Hence, the error introduced by these assumptions is ð2Þ�ð7Þ
�� ��:

Ej j= γ½
X

Sn�12S
PðSn�1jStÞVðSn�1Þ � VðSt�1Þ�

������

������
= γ½VðSn�1Þ � VðSt�1Þ�
�� ��≤ γδs

ð12Þ
In order to ensure that (2) and (7) are basically equivalent, then:

Ej j≪ VðStÞ
�� �� ð13Þ

That is:

γδs ≪ VðStÞ
�� �� ð14Þ

The (14) ensures that the error induced by local consistency
assumption is negligible. The error induced by temporal smoothness
assumption should alsobenegligible. Hence, the applicable conditions
of recurrent dot product Bellman equation are:

maxðγδs, δtÞ≪ VðStÞ
�� �� ð15Þ

Proof the convergence of recurrent dot Bellman equation
To proof the convergence of recurrent dot Bellman equation, wewant
to introduce the Banach fixed-point theorem firstly. The Banach fixed-
point theorem (also known as the contraction mapping theorem)
states that if a function G is a contraction mapping on a complete
metric space, thenG has a unique fixed point45. This fixed point can be
found by iteratively applying G to any initial point in the space.
According to the Banach fixed-point theorem, we can proof that the
recurrent dot Bellman equation converges to a unique solution, pro-
vided that the mapping G defined by the recurrent dot Bellman
equation is a contraction.

We define the mapping G as follows:

GðVðSt�1ÞÞ=VðSt Þ ð16Þ

Here,G takes the value function V(St−1) at time t − 1 andmaps it to
the value function V(St) at time t. Using the recurrent dot Bellman
equation, G can be expressed as:

GðVðSt�1ÞÞ= ½RðStÞ+ γVðSt�1Þ� �
X

St�12S
PðSt�1jStÞ ð17Þ

The goal is to prove that G is a contraction mapping, which will
ensure that the recurrent dot Bellman equation converges to a unique
solution. ThemappingG is contraction if there exists a constant γ (with
0 < γ < 1) such that for any two value functions V and W:

GðVÞ � GðWÞ
�� ���� ��

1 ≤ γ V�Wj jj j1 ð18Þ

Here, the � � �j jj j1 is infinity norm. The infinity norm of a vector
X = {x1, x2, …, xn} is defined as:

Xj jj j1 =max jx1j, x2
�� , :::,j jxn

��� � ð19Þ

To prove thatG is a contractionmapping, we start by considering
two value functions V and W. Using the definition of G in Eq. (16), we
compute G(V)-G(W)

GðVÞ � GðWÞ= ½RðStÞ+ γVðSt�1Þ� �
X

St�12S
PðSt�1jStÞ � ½RðStÞ+ γWðSt�1Þ�

�
X

St�12S
PðSt�1jStÞ

ð20Þ

Simplifying, we get:

GðVÞ � GðWÞ= γ½VðSt�1Þ� �WðSt�1Þ
� �

X

St�12S
PðSt�1jStÞ ð21Þ

Similarly, for traditional Bellman equation, there is:

GðVÞ � GðWÞ= γ
X

Sn�12S
PðSn�1jSnÞ½VðSn�1Þ� �WðSn�1Þ

�
ð22Þ

Next, we apply the infinity norm � � �j jj j1 to both sides of (21) and
(22). we obtain:

GðVÞ � GðWÞ
�� ���� ��

1 = γ½VðSt�1Þ� �WðSt�1Þ
��

X

St�12S
PðSt�1jStÞ

������

������

������

������
1

≤ γ
X

St�12S
PðSt�1jStÞ

������

������

������

������
1

� V�Wj jj j1

ð23Þ
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GðVÞ � GðWÞ
�� ���� ��

1 = γ
X

Sn�12S
PðSn�1jSnÞ½VðSn�1Þ� �WðSn�1Þ

�
������

������

������

������
1

≤ γ V�Wj jj j1

ð24Þ

Here, jjPSt�12SPðSt�1jStÞjj1 ≤ 1, Hence, for both of recurrent dot
Bellman equation and traditional Bellman equation, the G is a con-
traction mapping.

To apply the Banach fixed-point theorem, wemust also show that
the state space S is a complete metric space. A metric space is com-
plete if everyCauchy sequence in the spaceconverges to apointwithin
the space.

Let S = {S1, S2, …, St} be a finite set of states.
Define a metric d on S as:

dðSi, SjÞ= VðSiÞ � VðSjÞ
���

���
���

���
1

ð25Þ

Since S is finite, any Cauchy sequence {Sn} in S must eventually
repeat some state S* infinitely often. This ensures that {Sn}converges to
S*46. That is the state space S is a complete metric space.

Since G is a contraction mapping and the state space S is com-
plete, the Banach fixed-point theorem guarantees that G has a uni-
ssque fixed point V*, such thatG(V*) =V*. This proves that the recurrent
dot Bellman equation converges to a unique solution. Furthermore, it
should be noted that, here

γ
X

St�12S
PðSt�1jStÞ

������

������

������

������
1

� V�Wj jj j1 ≤ γ V�Wj jj j1 ð26Þ

Hence, the recurrent dot Bellman equation convergency speed is
faster than traditional Bellman equation.

Recurrent dot product Bellman equation approximate solution
In the memristive recurrent dot Bellman equation, the state transition
probability PðSt�1jStÞ is mapped to the conductance states of mem-
ristors. However, memristors exhibit intrinsic read noise (δintrinsic),
making it difficult to achieve precise solutions. Instead of treating this
noise as a drawback, we leverage it to find an approximate solution to
the Bellman equation. By introducing the δintrinsic, the state transition
probability could be replaced by σðSt�1jStÞ:

σðSt�1jStÞ=PðSt�1jStÞ+ δintrinsic ð27Þ

Then the recurrent dot product Bellman equation becomes:

VðStÞ= ½RðStÞ+ γVðSt�1Þ� �
X

St�12S
σðSt�1jStÞ ð28Þ

The sum
P

St�12SσðSt�1jStÞ includes the intrinsic noise, that is:

X

St�12S
σðSt�1jStÞ=

X

St�12S
PðSt�1jStÞ+

X

St�12S
δintrinsic ð29Þ

Since
P

St�12SσðSt�1jStÞ= 1 (by definition of probability), we have:

X

St�12S
σðSt�1jStÞ= 1 +

X

St�12S
δintrinsic ð30Þ

The intrinsic read noise of memristor follows Gaussian distribu-
tion, whichhasbeen reported in various previousworks37,42, and tested
in our measurement results. That is:

δintrinsic � Nð0,φ2Þ ð31Þ

Here, theφ2 is the read noise variance. We set |S| as the number of
states. Therefore,

P
St�12Sδintrinsic is equivalent to adding δintrinsic | S|

times. When summing |S| independent Gaussian variables, the result-
ing sum is also Gaussian. That is:

X

St�12S
δintrinsic � Nð0, Sj jφ2Þ ð32Þ

Here, |S|φ2 is the total variance of the sum, which scales linearly with
the number of terms |S|.

Hence,

X

St�12S
σðSt�1jStÞ � Nð1, jSjφ2Þ ð33Þ

Using Chebyshev’s inequality, we can show that the noise is
bounded with high probability. Specifically, there exists a constant K
(with 0 <K ≤ 1) such that:

X

St�12S
σðSt�1jStÞ

������

������

������

������
1

≤ K ð34Þ

Then, we define a mapping F as:

FðVðSt�1ÞÞ=VðStÞ ð35Þ

Similarly, we could obtain:

FðVÞ � FðWÞ
�� ���� ��

1 ≤ γK
X

St�12S
PðSt�1jStÞ

������

������

������

������
1

� V�Wj jj j1 ð36Þ

Causing 0 < γ < 1 and 0 <K ≤ 1, 0 < γK < 1. That is, F is a compres-
sion mapping, and the recurrent dot product Bellman equation con-
verges to an approximate solution.

Furthermore, during the approximate solution process, the con-
traction factor is reduced from γ to γK. This indicates that the approx-
imate solution is faster (at least not slower) than the precise solution.

Programming protocol of the write-and-verify strategy for
weight update
The programming protocol of the write-and-verify strategy for weight
update is shown in Fig S20, schematically. When update the weights,
the device is reset to high resistance state firstly. Then the SET pulse is
applied on the device according to the target. If the device resistance
wrote to the acceptive range, the write operation is success. If the
resistance is high, then the gate voltage is increased and then another
SET pulse is applied to decrease its resistance. If the resistance is lower
than the lowest resistance of the acceptance range, or the write-and-
verify operation reaches a limit, then the write is a failure.

Data availability
The data that support the findings of this study are provided as a
Source Data file with this paper. Source data are provided with
this paper.

Code availability
The codes are available at https://github.com/495008566/MBS.git.
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